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12 A New Compilation Technique
for Parallelizing Loops with
Unpredictable Branches on a
VLIW Architecture

Kemal Ebcioglu and Toshio Nakatani

Abstract

Enhanced pipeline-percolation scheduling is a new compilation technique we
developed to extract fine-grain parallelism uniformly from nested loops in general
software. The compilation technique generates code for execution on the IBM
Very Long Instruction Word (VLIW) machine, which is now being built at the
IBM T. J. Watson Research Center. The IBM VLIW architecture has features
that facilitate high performance on general sequential-natured code with unpre-
dictable branches: a decision-tree shaped instruction capable of performing multi-
ple conditional branches emanating from arbitrary paths in the sequential code, a
conditional execution feature that reduces pathlengths, multiple functional units
and multiple ports to data memory, and a shared register file which eliminates
communication delays between functional units. The preliminary version of the
parallelizing compiler for the IBM VLIW machine is now operational both at the
IBM Tokyo Research Laboratory and the IBM T. J. Watson Research Center.
It is shown that a pathlength reduction of 5-11X over a RISC processor can be
achieved on some of the Stanford integer benchmarks and other sequential-natured
C programs.




1. Introduction

7hile vector supercomputers and multiprocessors are capable of achieving very high per-
formance on vectorizable or inherently parallel, scientific code fragments, a considerable
portion of typical, existing programs may not be vectorizable, and may not have the
coarse-grain parallelism to allow separation into different tasks for execution on differ-
ent processors. Typical sequential-natured, non-numerical programs do have a degree
of fine-grain parallelism; but realistic multiprocessor architectures cannot exploit such
parallelism, because communication and synchronization delays can greatly reduce the
speedup.

The Very Long Instruction Word (VLIW) approach has a potential to fill this gap, and
may achieve considerable speed-up on general, sequential-natured programs uniformly.
But the application domain of VLIW architectures has so far been restricted to code
with predictable branches (mainly scientific code), because of the nature of the paral-
lelism extraction techniques developed to date for such architectures, and because of the
assumptions made about the predictability of conditional branches during the design of
such machines ([7] and [8]).

Enhanced pipeline-percolation scheduling is a new compilation technique we developed
to extract fine-grain parallelism uniformly from general nested loops with arbitrary un-
predictable branches. This technique generates code for the IBM VLIW machine, which
is now being built at the IBM T. J. Watson Research Center. The IBM VLIW architec-
ture is intended to achieve good performance on a very wide range of sequential-natured
programs, such as systems, commercial, or A.L code.

To facilitate high performance on general code, the architecture has features such
as decision-tree shaped instructions capable of performing multiple conditional branches
emanating from arbitrary paths in the sequential code, a conditional execution feature
that reduces pathlengths, multiple functional units and multiple ports to data memory,
and a shared register file which eliminates communication delays between functional
units.

Our new parallelism extraction technique is robust, since it does not require any
restriction to the form of the loops, and avoids the branch prediction problem by not
doing any prediction, i.e. by executing operations on all paths instead, whenever resources
permit. ‘

The preliminary version of the parallelizing compiler for the IBM VLIW machine that
takes the sequential intermediate code of a standard optimizing high-level language com-
piler ([15]) as input, and produces compacted long instruction words, is now operational
both at the IBM Tokyo Research Laboratory and the IBM T. J. Watson Research Center.
It is shown that the average of 5-11X pathlength reduction is obtained (versus a RISC
Processor) on some of the Stanford integer benchmarks and other sequential-natured C
programs.

In this paper, we will first give an overview of our architecture and the related compi-
lation techniques. Second, the enhanced pipeline-percolation scheduling technique will be
described in some detail, and will be compared with previous compiler research in this
area. Finally, some benchmark results will be summarized to show the effectiveness of
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the new parallelization technique.

2. Overview of the Architecture

Our machine has multiple functional units all of which share a register file and multiple
condition code registers that assume binary values (true or false). It supports multiway
branch and conditional execution.

The instructions of the machine have the form of a decision tree (see Figure 1). The
tree is encoded in binary form in the instruction word. At the terminal nodes of the
tree there are labels, which this instruction can branch to. At each non-terminal node of
the tree, there is a test on a condition code register (the machine has multiple condition
code registers). On each directed edge of the tree there can be zero or more three-
register arithmetic operations, or memory loads/stores. An instruction is executed in a
single machine cycle. Conceptually, there are two phases in the machine cycle: the path
selection phase and the execution phase.

At the path selection phase, the machine determines a unique path from the root of
the tree to a tip node of the tree, based on the old values of the condition code registers
that were set in the previous instructions, in a decision tree like fashion. If the test on a
given node is true, the taken path branches to the left, otherwise the taken path branches
to the right.

At the execution phase, only the three-register arithmetic operations and loads/stores
that are on the selected path are executed, using the old values of the registers available
from the previous instruction as operands or storage addresses. They are executed simul-
taneously since they have no data dependence on each other. If more than one operation
sets the same destination register on the selected path, the operation closest to the tip
node determines the final value in the destination register.

Finally the results of the operations are written into the register file, and control
branches to the instruction whose label is indicated at the tip of the taken branch of the
current instruction. ‘

For the specific implementation, there will be a finite limit on the number of distinci
arithmetic operations, loads/stores, and the number of branch target addresses in a
particular instruction. Otherwise, the shape of the tree and the placement of operations
on its edges can be arbitrary. For a more detailed discussion on the architecture, and on
how the seemingly complex instruction semantics described here is implemented with a
fast cycle time, readers should refer to [5]. The cycle time of this machine is estimated
to be only 1.3 times that of a pipelined RISC machine designed in the same technology.

In Figure 1, we show an example of an instruction in our VLIW architecture, which is
a fragment of a program for finding the minimum of an array. Just before executing the
instruction-tree labeled L1 in the Figure 1, if for example the initial values of condition
code registers ccl and cc0 are false and true, respectively, then the rightmost path in
the tree will be selected. The operations (t<min)—ccl, t—t’, (ai<lim)—cc0, A(ai)—t,
ai+4—ai will be executed in parallel, using the old values t, min, ai, lim, available from
the previous instructions. The instruction will branch to L1 again. The next instruction
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L1
|
|
|
if ccl
/\
t'->min / \
/ \
L2 if not ccO
N\
/ \ (t<min)->ccil
/ \
/ \ (ai<lim)->ccO
/ \ Alai)->t
/ \ ai+4->ai
/ \
Exit L1

Figure 1: An example of an instruction in our VLIW architecture
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will then observe the updated values of ccl, t’, cc0, t and ai. The operation t’—min will
not be executed since it is not on the selected path.

The difference between the instruction semantics of our VLIW machine and J. Fisher’s
ELI architecture ([7]), which was the basis for the Multifiow VLIW machines ([8]), is
that conditional jumps that are not necessarily on a single path through the code can
be executed in parallel in our machine, whereas the ELI allows the parallel execution of
conditional jumps on a single “most probable” path.

Our instruction semantics is also different from A. Nicolau’s original formulation of the
percolation scheduling programming model ([11]), since our machine executes operations
conditionally depending on where the instruction branches to, and thus gains headway
regardless of the path taken. The conditional execution feature reduces critical path
delays over the original percolation scheduling model.

3. Outline of the Compiler

The purpose of the compilation techniques for our machine is to take as input the se-
quential code produced by a traditional optimizing compiler (presently the PL.8 compiler
([15])) for a RISC machine, find groups of operations that can be executed in parallel,
and produce a sequence of compacted instructions, each of which contains multiple three-
register arithmetic operations, loads/stores, and multiway conditional jumps. We will
give an overview of the compilation techniques in this section.

In our project, a frontend code generator has been developed, which takes the PL.8
compiler ([15]) intermediate code for each procedure as an input, inlines all the neces-
sary procedure calls, solves the register save/restore problem by renaming registers, and
translates the intermediate code to the sequential (abstract) RISC machine code that we
take as input to our parallelizing compiler, using a rule-based code generation technique.

The parallelizer in our project is based on percolation scheduling derived from A.
Nicolau ([11]) and software pipelining derived from K. Ebcioglu ([4]). We modified the
two techniques extensively and merged them together as a new parallelizing technique
called enkanced pipeline-percolation scheduling. A more detailed description on this new
technique is given in the next two sections. Here we will briefly describe this technique.

The major distinction of our enhanced percolation scheduling technique from Nico-
lau’s percolation scheduling is: 1) reformulation into the conditional execution semantics
of our architecture, 2) renaming of destination registers of operations that are moved
up, to eliminate inhibition of parallelism due to read-before-write dependence (anti-
dependence), and 3) new integration of core transformations (we have only move-op
and move-cj). We apply this technique for loop-free code (DAG), like bodies of inner
loops (ignoring backward edges).

Because only flow dependences remain after register renaming, a greedy application
of enhanced percolation scheduling in the presence of unlimited resources, guarantees
optimal execution of the original acyclic program. That is, in the compacted code,
operations are executed as soon as their operands are ready, regardless of the path taken.
But the compacted code stops executing the remaining operations on a path, as soon as
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it is known that the path is not to be taken by the original sequential code, so resources
are conserved. Optimal execution on acyclic code is not achievable with trace scheduling
or standard percolation scheduling, even with infinite resources.

The following is an overview of enhanced pipeline scheduling. First, the top level
procedure picks an innermost loop as an instruction list. Here the instructions in the list
are sorted in topological order of the control flow graph, ignoring backedges. Enhanced
percolation scheduling is applied to move operations and conditional jumps to the first
instruction of the instruction list, until the resource constraint limitation is encountered.
We call this process “flling” the first instruction. Motion of operations is always in the
upward direction of the instruction list and, in this initial stage, motion across backedges
is inhibited. Motion across the original backedges is subsequently enabled and software
pipelining occurs.

Once the first instruction is filled, it is placed at the bottom of the instruction list.
It now represents the initiation of the second iteration of the loop. The successors (the
level 2 instructions) of the first instruction, which have not already been filled and which
are within the instruction list, are now filled, with the motions always in the upward
direction of the instruction list. We note here that, in this scheme, operations from the
first instruction of the second iteration can move into the level 2 instructions of the first
iteration; thus, software pipelining is being done.

This procedure will then be repeated by moving down the level 2 instructions to the
bottom of the instruction list, making the unfilled successors (the level 3 instructions) of
the level 2 instructions the new set of instructions to be filled, and so on. This process will
be repeated until no unfilled successors of the current level exist. A special rule applies
for upward code motion out of already filled instructions to guarantee termination: if
any operation or test is moved up on a given path from the filled instruction, then all
operations and tests in the filled instruction must be moved up on that path.

At the end of this process, the innermost loop will have been transformed into the
compacted tree instructions, which execute the loop in software pipelined fashion. Typ-
ically a number of additional instructions will be generated that start up the software
pipeline (loop “prelude”) and drain the software pipeline (loop “postlude”).

For the next step, the pipeline startup and draining instructions of the inner loop are
merged with the outer loop. The strongly connected part of the software pipelined inner
loop is represented as an atomic unit in the outer loop. The same procedure is applied
to the outer loop. The procedure is then again applied to the next level.outer loop, etc.
until the whole program is compacted and software pipelined.

4. Move-op in Enhanced Percolation Scheduling *

In this section, we will describe a crucial component of enhanced percolation scheduling,
the modified move-op transformation.

In Figure 2, we describe by an example how we have modified the move-op transfor-
mation of‘percolation scheduling, so that anti-dependences are eliminated. This transfor-
mation is the key to the optimal schedules produced by enhanced percolation scheduling
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before move-op of x+y->z from L2 to left branch of Li:

L1
|
|
|
if cct
w<0->cc2/\
x'->x / \
/ \
L2 L3

after move-op:
L1
|
|
!
if cci
w<0->cc2/\
x->x / \
x’'+y=>z'/ \
L2’ L3

(original L2 is deleted if it no longer has predecessors)

Figure 2: Elimination of anti-dependence in move-op

L2

|

I

I

if cc2

N\
A(Z)->y / \ z+y->z
x+y->v / \

L4 LS
L2’
I
|
|
if cc2
AN

A(2)->y / \ z!->z
z'=>vy / \
L4 L5
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on acyclic code.

To move an operation x+y—z (where x, y, z are registers) from an instruction n to
the end of a branch #p of a predecessor instruction m, first the following check is made:
if the source registers x,y are set via a non-copy operation in branch ¢p, then the move
cannot be done and move-op fails (copy operations are register transfers such as x’—x,
other operations are non-copy operations). Otherwise, the move can be made. A copy of
n is made and is renamed as n’, and branch ¢p of m is made to go to n’ instead of n. If
n no longer has any predecessors, it is deleted.

The operation x+y—z is modified as follows when moving it from n’ into branch ¢p of
m: given that there are copy operations x1—yl,... xk—yk in branch ¢p of m, the source
registers of the operation are modified by substituting xi for yi (to get the new value of
vi, it suffices to look into xi in m). The destination register z of x+y—z is also modified
by changing it to a brand new register z’ before making the move, to guarantee that
those operations, which need the old value of z in n’ and after n’, still get the old value
of z. All operations that have the same sources and opcode as x+y—z in n’, namely
x+y—z, x+y—zl, ..., are changed to z’—z, z’—>zl, .... As a special case, as in ordinary
compaction techniques, if the original destination register z of x+y—z is not used by
any operation other than x+y—... in n’, and for each branch of n’, z is either set in the
branch or is dead at the target of the branch, then z can be used instead of the brand
new register z’ (this obviates the need for the z’—z copy operation). Many of such copies
will subsequently be eliminated through register coloring with coalescing ([3]) or dead
code elimination.

The example in Figure 2 shows how the operation x+y—z is moved from instruction
L2 to the left branch of L1. Since there is a copy operation x’—x in this branch of L1,
the operation x+y—... has been modified as x’+y—.... Also, the destination register z
of x+y—z has been renamed as z’, since the old value of z cannot be destroyed (the old
value is needed by another operation, namely, A(z)—y).

Other enhancements have also been made to move-op in our implementation for reduc-
ing pathlengths, such as compile-time disambiguation of memory references for moving
loads above stores, and a “combining” feature ([6}), which removes flow dependences
between seemingly dependent ops; e.g. y>10—ccl can move to a predecessor containing
x+2—y, as x>8—ccl.

5. Enhanced Pipeline Scheduling Algorithm

We will now describe enhanced pipeline scheduling. The version described here applies to
a single inner loop for simplicity. The algorithm takes a global list (the instruction list in
the previous section) of VLIW instructions “prog”, which is initially sorted in depth-first
order ([1]), as input, and modifies “prog” so it becomes parallelized.
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procedure enhanced_pipeline_sched()

for each instruction n in prog do filled(n)=false
let fence= {entry imstruction of prog}
while fence is not empty do:
for each instruction n in fence do
£i11(n) /* move to n operations in prog
that are below n, subject to resource constraints */

let newfence= {s | (exists n in fence)
[s is in prog and
8 is not in fence and
not filled(s) and
s is a successor of n and
s occurs after n in progl}

Remove all n in fence from prog
Append all n in fence to the end of prog
For all n in fence, set filled(n)=true
fence= newfence

end while

end enhanced_pipeline_sched

As far as correct operation of enhanced pipeline scheduling is concerned, any resource-
constrained compaction algorithm for acyclic programs would do in place of fill(n) here,
such as one based on [6]. We will not give the implementation details of our acyclic code
compaction algorithm since this is beyond the scope of this paper.

procedure £ill(n)

/* This procedure modifies the global list prog. Moves all
operations and tests which can be moved to n (subject to

resource constraints), from instructions below n in the list

prog. When moving operations and tests from an already filled
instruction n’ to the fence instruction n on a given upward path p
in prog from n’ to n, either all operations and tests in n’ are,
moved up to m on that path p, or n’ is left intact. */

end f£ill

Enhanced pipeline scheduling is clearly correct or semantics preserving, if the com-
paction algorithm used by “fill” is semantics preserving (an example of a semantics pre-
serving compaction algorithm would be one that uses core transformations of percolation
scheduling ([11])). To see informally why enhanced pipeline scheduling should terminate
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for an inner loop, notice that once an operation is placed in a fence instruction and the
instruction is marked filled, that operation will always end up in instructions that are
marked filled at the end of each iteration of the enhanced pipeline scheduling loop. Since
the new fence at the end of each iteration has to come from instructions that are not
marked filled, there will eventually be no more operations left to form such unfilled in-
structions, and the fence will be empty. Rigorous proof of this claim will of course require
a detailed description of basic compaction algorithm “fill,” which is omitted here.

6. A Parallelization Example

We will now give an example of the application of enhanced pipeline scheduling. Consider
the following loop:

for(i=0;i<n;i++)
{if (£(x)<k) x=h(x); else x=g(x);}

where f, h and g are single cycle operations.

In the following examples, we will use the notations “opl, op2, ..., goto label”, or
“opl, 0p2, ..., if ccl (instrl) else (instr2)” to represent the instruction trees of our VLIW
machine; we hope the correspondence between this notation and the instruction-trees will
be obvious to the reader. The input for the enhanced pipelining algorithm (the initial
value of prog) is a set of sequential tree-instructions for the loop, where each instruction
contains at most one conditional branch or one operation:

loop: i<mn->ccO, goto L2
L2: if not ccO (goto exit) else (goto L3)
L3: f£(x)->t, goto L4
L4:  t<k->cci, goto LS
L5: if not ccl (goto L7) else (goto L6)
L6: h(x)->x, goto L8
L7: g(x)->x, goto L8
L8: i+1->i, goto loop
exit: c¢cO,cci,t,i are dead in here;
x is live in here.

Prog after filling the first fence = {loop}:

loop: i<n->ccO, f(x)->t, g(x)->x’, h(x)->x’’, i+1->i, goto L2’
L2’: if not ccO (goto exit) else (x’’->x, goto L4’)

L4’: t<k->ccl, goto LB’

L5’: if not ccl (x’->x, goto loop) else (goto loop)

Now the current fence {loop} is removed from prog and appended to the end of prog.
The next fence is {L2’}, which, when filled, results in the following state in prog:
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L2?: if not ccO
else (x’’~
t<k-

i<n~

£(x’

glx’

h(x’

£(x’

g(x’

h(x*®

i+1-

goto

L5’?: if not cc
else (t’—>
loop: i<n->ccO0,

Then L2 is ta
result in prog (aft

/* let xj= valu
/* it. 0 comput
loop: i<n->ccO,

L2’: if not cc
else (x*’
t<k-

i<n-

f(x’

glx’

h(x’

£(x’

glx’

h(x’

i+i-

goto

/* invariant as
(j=0 the fir
x=h(x(j))
x’=g(x(j))
t=£f (g(x(j)))
x’? ’=E(S(X<J
x’? =h(g(x(j




L2’: if not cc0 (goto exit)
else (x’’->x,
t<k->ccl,
i<n->ccO,
£(x’)->t,
g(x’)->x”’
h(x’)->x”
£(x?’)->t’
g(x)))_>x))1)
h(x”)->x””’
i+1->3
goto L5’’)
L5’?: if not ccl (x’->x,x’’’->x’, goto L2’)
else (t’->t, x’?’’=>x?, x’??’?~>x"’, goto L2')
loop: i<n->cc0, £(x)->t, g(x)->x’, h(x)->x’’,i+1->i, goto L2’

Then L2’ is taken to the bottom of prog and the new fence {L5”} is filled. The final
result in prog (after taking L5” to the end of prog) is given below, with comments:

/* let xj= value of x before iteration j */
/* it. 0 computes f£(x0),g(x0), h(x0) */
loop: i<n->ccO, £(x)->t, g(x)->x’, h(x)->x’’, i+1->i, goto L2’

L2’: if not ccO (goto exit) /* it. O exits with x=x0 */
else (x’’->x,
t<k->ccl, /* it. 0 computes f(x0)<k =/

i<n->cc0,

£f(x’)->t, /* ver. A of it. 1 =/
g(x’)->x’’’/* assumes x1= x’ = g(x0) */
h{x?)->x’

f(x?’)->t’ /* ver. B of it. 1 */
g(x??)->x’?? /* assumes xi=x’’=h(x0) =*/
h(x”)—>x””’

i+i->i
goto L5’)
/* invariant assertions before execution of L5’’ for j=0,1,... *

(j=0 the first time) t’ =f(h(x(j)))
x=h(x(j)) = gz
x’=g(x(j)) x'' = h(h(x(3N))
t=£(g(x(§)) i = i(+2)
x’? =g (g(x(3))) " eel = (£(x(3§))<k)
x’’ =h(g(x(j))) cc0 = (i(j+1)<n) =/
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L5’?: if not cci (x’->x, /* this branch taken if xi=x’=g(x0) */
x’ 1 ->x?,
if not ccO (goto exit) /» it. 1 exits with x=x1%/
else (x’’->x,
t<x->ccl, /* it 1. computes f£(x1)<k */
i<n->ccO,
£(x???)->t, /* ver. A of it. 2 assumes */
g(x))))_>1;);/* xz::l))=s(xl) */
h(z”’)->x”
£(x?)->t’ /* ver. B of it. 2 assumes */
glx??)=->x?27 /* x2=x’’=h(x1) */
h(x”)->x””’
i+i->1
goto L5'7))
else (x’’’’->x’, /* this path taken if x1=x=h(x0)#*/
if not cc0 (goto exit) /* it. 1 exits with x=x1 »/
else (x’?’?’->x,
t’<x->ccl, /* it. 1 computes £(x1)<k */
i<n->ccO,
£(x’???)->t, /* ver. A of it. 2 assumes*/
g(x””)->x’”/*x2=x”"=g(x1) */
h(x””)—>x”
£(x?????)->t? /* ver. B of it. 2 assumes */
S(x)»)»))_>x;;)» /* x2=x’’??'=h{x1) */
h(x””’)->x”"’
i+1->1
goto L57’))

The resource requirements for the largest instruction L5” are: 4 way branching, 16
arithmetic/compare units, and 5 copy units.

The enhanced pipeline scheduling technique parallehzes this loop optimally (one iter-
ation/cycle), in an interesting manner. Let x0, x1, ...be the value of x at the beginning
of iteration i = 0, 1, ...of the given loop.

In the first cycle (loop) of the code produced by enhanced pipeline scheduhng, iteration
0 computes f(x0), and both of h(x0) and g(x0), to make optimal preparanon for both of
the paths that might be taken by iteration 0.

In the second cycle (L2"), iteration 0 starts evaluating f(x0) < k while two versions
of iteration 1 are started, each of which computes f(x1), h(x1) and g(x1). One version of
iteration 1 uses the value of h(x0) as x1, and the other version uses g(x0) as x1. Here we
do not know which version of iteration 1 will be the correct one, since f(x0) < k is not
evaluated yet, so we proceed on both paths.

Finally, in the third cycle (L5"), the value of f(x0) < k becomes available for iteration
0, and the decision is made as to which value, h(x0) or g(x0), will be assigned to x in
iteration 0. The version of iteration 1, which made the incorrect assumption about the
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path taken made by iteration 0, is abandoned. At the same time the surviving version of
iteration 1 starts to evaluate f(x1) < k, and two versions of iteration 2 are started, each
of which evaluates f(x2), h(x2), and g(x2). One version uses h(x1) as x2, and the other
version uses g(x1) as x2. The code will then branch back to instruction L5”, which is a
steady state.

That is, for j = 0, 1, 2, ..., the following simultaneous events happen in each ex-
ecution of L5”. Iteration j makes its choice of path to take, one of the two previously
started versions of iteration j+1 is abandoned, the surviving version of iteration j+1
starts computing f(x(j+1)) < k, and two versions of iteration j+2 are started that com-
pute £(x(j+2)), h(x(j+2)), and g(x(j+2)): one version using h(x(j+1)) as x(j+2) and
another version using g(x(j+1)) as x(j+2). The enhanced pipeline scheduling technique
therefore allows one iteration/cycle (optimal) execution of this loop.

The salient properties of this loop are: 1) iteration j has multiple paths where different
values are assigned to a variable x, which is always used by the next iteration j+1. 2)
On at least one path in iteration j, the dependence chain to compute the new value of x
is shorter than the dependence chain to compute the condition code that determines the
path taken by iteration j. Loops for some practical problems such as binary search, or
root finding by bisection method fall into this category.

The resource requirements for the optimal parallelization of such loops were analyzed
by A.K. Uht ([14]), in an attempt to disprove a previous claim by Riseman and Foster
([12]), about the excessiveness of the resource requirements for such eager evaluation
techniques. From polynomial to exponential resources are required, in terms of the length
of the dependence chain to compute the condition code. The resource reguirements are
not input dependent. But the problem of actually finding the algorithm to parallelize
such loops optimally was left open by Uht.

The enhanced pipeline scheduling algorithm provides one answer to this problem.
Although in general the resource requirements may be exponential for optimal execution
of such loops, in many serial loops of systems/commercial code, the schedules generated
by enhanced pipeline technique can be small enough to fit within a VLIW with large
resources.

7. Comparison to Previous Work

Aiken and Nicolau’s perfect pipelining technique ([2]), is a different approach to software
pipelining of loops with tests. In this approach, the loop is first unrolled for a sufficient
number of times and compaction is made. Then on each path of the compacted code
starting from the entry instruction, a search is made for an instruction n such that there
is another instruction n’, not necessarily on the same path, which is equivalent to n. Here
the meaning of equivalence is: starting in n gives the same result as starting in n’, except
perhaps that the iteration trip counter i has to be incremented. All edges that go to n
are then redirected to n’.

This compaction algorithm, however, must be well-behaved in the sense that there
should be a limit on the number of cycles (we call gaps) between the execution of opera-
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tions of the same iterations. Having no gaps between operations of an iteration seems to
allow reasonable convergence rates in perfect pipelining (this is the simple rule of Aiken
and Nicolau). If large gaps are allowed, the number of unrollings required to guarantee
convergence of the algorithm on all paths must be increased.

Enhanced pipeline scheduling is an outgrowth of pipeline scheduling ([4]), and allows
gaps between the operations of the same iteration without sacrificing the convergence
time. Gaps between operations of the same iteration can be crucial for optimal perfor-
mance. Namely, there are loops where iteration n+1 has to start as soon as its first
operation can start, and then potentially wait. This is the only way we can achieve good
performance if the following optimistic assumption holds: iteration n and n+1 will both
take paths such that iteration n will provide data in time for subsequent operations of
iteration n+1, and iteration n+1 will continue without pausing. But if the optimistic
assumption fails and iteration n+1 orn takes a path where the data needed for iteration
n+1 is not yet available from iteration n, subsequent operations of iteration n+1 may
have to pause and wait until data is available (they may wait till the end of iteration n).
Thus allowing large pauses (or gaps) does increase performance in loops with conditional
jumps.

M. Lam ([9]) has also designed an algorithm for pipelining loops with tests, which
is based on an extension of software pipelining of IFless loops. This technique pads out
the shorter path of an if-then-else with no-ops, and subsequently treats the aggregate
if-then-else as a single operation that is moved as a unit, thus allowing the use of the
basic algorithm for software pipelining of IFless loops.

In general, however, two paths of an if-then-else may imply two different dependence
cycles and two different iteration issue rates, and treating the if-then-clse as a single unit
entails accepting the worst of the two different iteration issue rates.

Enhanced pipeline scheduling, like pipeline scheduling ([4]), does not make such an
assumption and generates schedules with variable, data-dependent iteration issue rates.

The optimal schedules produced by enhanced pipeline scheduling on many practi-
cal examples lead to the interesting question whether enhanced pipeline scheduling will
achieve optimal performance on arbitrary loops.

Achieving time-optimal performance on arbitrary loops with tests, however, even
when assuming unlimited resources and limiting ourselves to one iteration per cycle, is
impossible for any software pipelining algorithm, as it was proved in [13]. This proof pro-
ceeds by demonstrating a loop whose optimal execution requires an amount of resources
which is input-dependent; in particular, the number of paths on which speculative execu-
tion of an operation must be performed increases with the input. Thus, opjimal execution
cannot be achieved by any finite VLIW program.

Despite its suboptimality in general, however, our enhanced pipeline scheduling gives
good results in practice as shown in the next section.
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Program Name Sequential Parallel

Count Count | Ratio
Sieve (size=15, it=1) 419 75 5.6
Sibubble (size=10) 894 115 7.8
Siperm (size=3) 747 99 7.5
Siquick (size=10) 1025 209 4.9
Sitree (size=15) 2474 436 5.7
Mergec (size=20) 403 46 8.8
Inserc (size=10) 1145 197 5.8
Pointerc (size=20) 169 26 6.5
Minmaxc (size=171) 1047 96 | 10.9

Figure 3: Benchmark results

8. Some Benchmark Results

We have run several examples through our VLIW parallelizing compiler now operational
at the IBM Tokyo Research Laboratory and at the IBM T.J. Watson Research Center.
The intermediate code produced by the PL.8 compiler from C programs were fed to
the frontend, which translated the intermediate code to VLIW sequential RISC format
and inlined subroutines. Then this sequential RISC code was automatically parallelized
by our VLIW parallelizing compiler that implements the enhanced pipeline-percolation
scheduling technique. Finally the parallel code was assembled and simulated on our
register transfer level simulator for our VLIW architecture (written in C). The resource
constraints used here were 16 arithmetic operations, 16 loads or stores, 16 way branching,
and unlimited overhead copy operations (generated by the compiler during compaction).

In Figure 3, we give the number of RISC instructions executed in the abstract RISC
machine which can do one arithmetic operation, or one conditional branch, or one load
or store in a single instruction, and the number of VLIW instructions executed in the
VLIW machine after the RISC code has been compacted. The programs used include
some of the Stanford integer benchmarks (with array bounds reduced in order to decrease
the simulation time), and some other sequential-natured C programs (that respectively
do the following: merge two sorted arrays into a third sorted array, insertion sort, search
for a matching element in a list of linked records, find the minimum and maximum of an
array).

We note here that unrolling feature (unrolling innermost loops) can be incorporated
into our compiler to get a further performance improvement. For the 'details of the
unrolling feature, other new techniques such as combining, and further performance en-
hancement using these techniques, readers should refer to [10].

9. Conclusions

We have presented the enhanced pipeline-percolation scheduling technique that can effec-
tively extract fine-grain parallelism from general nested loops with unpredictable branches.
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We have also described a VLIW architecture that has the architectural features to extract
parallelism from highly sequential-natured code, and that supports the code generated
by the enhanced pipeline-percolation scheduling technique. The approach seems to be
robust, and thus it seems to be a significant step toward building compilers and hardware
for parallelizing arbitrary sequential applications.
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